Adding variation to path planning
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Path planning in computer games, whether these are serious or entertainment games, plays an important role in the immersion of a player. Recently, the concept of path planning inside corridors has been introduced and a novel approach under the name Corridor Map Method (CMM) has been proposed. In this paper, we extend the original CMM by creating alternative paths that a character can follow within a corridor. This not only presents a more challenging and less predictable opponent for the player, but also enhances the realism of the gaming and/or training experience. We also discuss how variation in the speed of the animated characters can be integrated into our extended framework, leading to convincing characters that exhibit human like path planning. Copyright © 2008 John Wiley & Sons, Ltd.
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Introduction

Path planning in computer games plays an important role in the immersion of a player. Immersion enables players to feel as if they are present in the game world and live an experience in which “the dynamic form of successful play becomes beautiful and satisfying”.

Recently, the concept of path finding inside corridors has been introduced and a general framework, under the name Corridor Map Method (CMM), has been proposed by Geraerts and Overmars. The main advantage of the CMM over the traditional path finding approaches is the ability to compute smooth and aesthetically pleasant paths in real-time and in any complicated environment, which makes it ideal for interactive applications. However, a fixed path is always returned when the same query is performed. This is highly unnatural behavior that breaks immediately the player’s sense of immersion.

An individual does not always take the exact same route, when solving a typical path planning problem in real life. Thus, for a computer game character to be believable, it should follow a (slightly) different path in response to the same query. This not only improves the realism of the game’s AI, but also presents a less predictable opponent for the player.

Furthermore, people usually show a preference to a specific route while moving to a desired location. Although the paths might globally be the same, locally they can vary from individual to individual. As an example, consider the paths that people follow when walking down a hallway. One person might have the tendency to stay close to the walls or to turn corners more tightly, whereas another might prefer to walk in the middle of the hallway. Therefore, alternative paths should also be generated to indicate different preferred routes that a character can follow, given a specific query.

Another critical issue that can easily destroy the suspension of disbelief and ruin the player’s immersion is the speed of the animated characters. Nevertheless, this detail is usually overlooked in discussions of path planning. In particular, many computer games and simulation applications populate their worlds with a large number of characters that all have identical motions and move at the same velocity.

In this paper, we extend the CMM by creating high-quality alternative paths that a character can follow within a corridor. We also demonstrate how variation in the speed of the animated characters can be incorporated into the method, leading to believable characters that navigate through a virtual environment in a natural looking manner.

Previous Work

Over the past years, path finding has been studied extensively in the game development and animation
community, as well as in the robotics community. The main focus of the research was to compute collision-free and short paths as quickly as possible. As a result, little effort has been put to create similar, yet different paths.

In the game development community, the most popular way to plan a path is to divide the environment into a grid that can be searched using A* based algorithms.\(^4,5\) This approach works very well in computer games as it always retrieves the shortest path, if one exists. Some variation of paths can be obtained by varying the A* cost function. However, the resulting variation is not very natural. Also, the returned paths may not belong to the same homotopic class. In addition, grid-based methods are computationally expensive, especially for very large environments, and A* based algorithms usually produce aesthetically unpleasant paths.

In the animation community the most widely used approach is the work of Reynolds on boids (group members), often referred to as flocking.\(^6\) Flocking is a technique that tries to describe the collective behavior of the members in a group using simple local rules. Later, Reynolds enhanced his initial model by incorporating additional algorithmic steering behaviors.\(^7\) His main goal was the creation of convincing autonomous characters. This approach works very well in open environments and generates very natural movements. We can also combine several of the proposed behaviors in order to create alternative paths. However, the local nature of the method gives no guarantees on the paths. For example, the characters can easily get stuck behind obstacles in cluttered environments.

Pedestrian simulation and traffic flow has also received a lot of attention over the past years. Interesting models have been generated that can be used to create different paths for computer-controlled characters. The most popular is the work of Helbing.\(^8,9\) Helbing simulated the behavior of pedestrians and traffic using social rules. His work is closely related to the social potential fields method introduced in Reference [10]. The general idea is that the character is attracted toward its goal position by a strong force. At the same time repulsive forces are exerted on the character to prevent collision with the obstacles and other entities. However, the same problem as in flocking arises, because in all these models only local information is taken into account.

Another way of generating alternative paths would be to use rapidly exploring random trees (RRTs). RRTs originate from the robotics community and are particularly suited for solving single-query motion planning problems in high dimensional spaces.\(^11–13\) Due to their random nature, RRTs seem ideal for creating different paths given a specific query. Unfortunately, the running time can become too large and the resulting paths can be of low quality, rendering this approach inappropriate for gaming applications.

The CMM can overcome the disadvantages of the path finding approaches mentioned above. In the CMM global motion is directed by high-quality roadmaps, whereas social potential fields are used to guide the local motion of the characters inside a corridor. As a result, the CMM can always guarantee that a path, if one exists, will be found, providing at the same time the flexibility of creating locally different paths by taking additional constraints into account. Bearing also in mind that most of the work is done in a preprocessing phase, the CMM is applicable for creating variation of paths in virtual environment applications.

## Corridor Map Method

A brief overview of the CMM is presented in this section. For a more thorough explanation we refer the user to Reference [3]. The CMM consists of two phases, an offline construction phase and an online query phase.

In the construction phase a high-quality roadmap graph is generated, consisting of vertices and edges. The vertices correspond to collision-free positions in a 2D or 3D workspace, whereas the edges correspond to local paths that a character can follow. From the graph, a Corridor Map is constructed by taking into account the clearance information. On every point along a path the clearance is defined as the radius of the largest circle around this point that does not intersect with the environment.

In the query phase a so-called backbone path is computed by running Dijkstra’s shortest path algorithm on the graph. Assuming that the character is modeled as a disc or cylinder, the clearance at every point of the backbone path must be at least the radius of the character. This ensures that the path is wide enough so that the character can traverse it.

Next, the backbone path is enhanced with clearance information and a corridor around the path is generated, where the character can move freely. Once the corridor is created, the character plans its path using a force field technique. Forces drive the character inside the corridor and its movements are updated using Newton’s laws of motion and a time integration scheme.

To be more specific, in every time step an attraction point on the backbone path is retrieved based on the...
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The current position of the character. The attraction point is selected as the maximally advanced point on the backbone path, such that the character still remains inside the circle centered at the attraction point and having as radius the clearance of the attraction point.

A force toward the attraction point is acted upon the character, making the character move forward and stay inside the corridor. This force becomes infinite when the character touches the boundary of the circle and zero when the character is positioned on the attraction point. Additional forces can also be incorporated. For example, a repulsive force can be added so that the character can avoid collision with additional obstacles or other entities.

Knowing the final force on the character, its new position is computed by numerically integrating the acceleration and velocity. As a result, the character updates its position and moves forward until it reaches its goal.

Overall Problem Description and Approach

Given a start and a goal position in a virtual environment we want to compute alternative homotopic paths that a character can follow. The backbone path is used to define the homotopic class for the different paths. Two paths \( \Pi_0 \) and \( \Pi_1 \), with endpoints fixed, are said to be homotopic only if one path can be continuously warped into another without intersecting any obstacles.

We will describe two different approaches for creating variation of paths. In the first, a random bias is applied in order to retrieve a path that is slightly different than the fixed path returned by the original CMM. In the second approach, a fixed bias is applied to generate alternative routes that a character may prefer to follow inside the corridor. The bias can either be directed to the right (or left) of the backbone path, leading to the formation of different lanes inside the corridor, or it can follow the direction of the path, generating more natural looking motions. Both approaches can also be combined.

Variation of Paths Using Perlin Noise

This section presents our first approach that generates slightly different paths every time the same path planning problem has to be solved. The quality of the returned paths and the effectiveness of the approach are also discussed.

Implementation

An obvious way of generating different paths would be to add in every time step a random force (bias) to the attractive force that steers the character toward the goal position. However, the resulting paths will be far from realistic, since the character may change direction almost instantaneously.

A more sophisticated approach is the creation of a “directed” random path where the direction of the character at any moment is related to the previous. We will show that a coherent noise function like Perlin noise can be used to control the direction of the random bias and ensure that it will change smoothly in every step of the integration.

Perlin Noise and Random Bias. Perlin noise is a pseudorandom noise function introduced by Perlin.\(^\text{14}\) His main goal was to create a wide variety of natural looking textures. In our problem setting, Perlin noise is implemented as a function over a two-dimensional space. In every time step the current point of attraction is given as an input and a direction for the bias is returned that varies pseudo-randomly.

As a feature of Perlin noise, providing the same attraction point will always result in the same value. A small change in the input point will lead to only a small change in the direction of the bias. Therefore, if the current attraction point lies very close to the attraction point at the previous time step, the new bias will still be heading in almost the same direction as the previous one.

Perlin noise allows us to control the frequency with which the output value is changed. A low frequency results in smooth changes in the direction of the bias, generating aesthetically pleasant paths. In contrast, a too high-frequency noise leads to the retrieval of unrealistic paths, as the character will change its direction at almost every successive time step.

Several Perlin noise functions with different frequencies can also be combined in every step of the numerical integration. This will create more variety in the resulting paths, at a cost of additional computation time. Therefore, in our implementation only one function is used to compute the new direction of the force.

To initialize our implemented function a random seed is used. By changing the seed value, the output of the Perlin noise is changed, leading to the generation of a
 Forces and Time Integration. In every step of the numerical integration two forces are used to generate the character’s motion inside the corridor (Figure 1).

First, the attraction force steers the character toward a point further on the backbone path $B$. The character’s current position is denoted by $x$ and the attraction point by $a(x)$. Let $d$ be the Euclidean distance between the character and the attraction point, $r$ the radius of the character, and $R[t]$ the clearance of the attraction point, where $t : t \in [0, 1]$ is the time index. Then, the force is defined in the CMM as follows:

$$\vec{F}_{\text{att}} = \frac{1}{R[t] - r - d} \vec{a}(x) - \vec{x}.$$

Second, a random force is added to slightly change the direction of the character’s movement. Let $\theta$ denote the direction returned by our Perlin Noise implementation. This direction is expressed as an angle of rotation about the current attractive vector. Thus, the random force can be defined as:

$$\vec{F}_{\text{rand}} = c_{\text{rand}} R(\theta) \frac{\vec{a}(x) - \vec{x}}{\|\vec{a}(x) - \vec{x}\|}.$$

where $c_{\text{rand}}$ is a small constant specifying the relative strength of the force, $R(\theta)$ represents the 2D rotation matrix and the angle $\theta \in [-\pi/2, +\pi/2]$. The later ensures that the character will slightly deviate from its main route, as the random force will be directed either to the left or to the right of the attraction point.

The final force $\vec{F}$ is calculated by adding the random force to the current attractive force. The resulting force vector is used to compute the new velocity vector and update the position of the character. The attractive force keeps the character inside the corridor, whereas the random force changes the steering direction.

**Frequency Dependence.** As mentioned above, the frequency of the noise function affects the quality of the computed random paths. In Figure 2, a typical example of varying the frequency is depicted. The first image shows the correlation between the direction of the random force and the motion time, given a low frequency. An aesthetically pleasant path is retrieved as displayed in the third image. The second image demonstrates an example of a high-frequency usage that leads to an unrealistic path, displayed in the fourth image. The simulated movement looks like a drunkard’s walk and certainly is not a path that someone will take in the everyday life.

**Results**

We have implemented the presented approach to test its efficiency and check whether it can produce smooth paths that are similar yet different to the ones returned by the CMM. All the experiments were performed on a Pentium IV 2.4 GHz computer with 1GB memory.

The experiments were conducted for the environment depicted in Figure 3. This is a model of the McKenna MOUT (military operations in urban terrain) training center, hosted at Fort Benning, Georgia, USA. The center features an urban European village and is used by the United States Armed Forces for military training.

There are many scale differences in the test environment i.e., it contains many large open spaces and many narrow passages. This leads to the extraction of different types of corridors, which make this environment ideal for testing our path planning approaches.

To ensure low query times and high-quality paths the input roadmap was generated using the enhanced Reachability Roadmap Method, which is based on the Probabilistic Roadmap Method (PRM) introduced by Svestka et al. The resulting roadmap is shown in Figure 3(b).

**Resulting Paths.** In our implementation the character retains its steering direction and in every time step performs smooth random displacements. Thus, a slightly different path is expected to be computed in response to
Figure 2. The frequency of the Perlin noise function affects the quality of the generated paths. (a), (b) Direction of the random force per motion time for a low and a high frequency, respectively. (c), (d) The corresponding low-frequency and high-frequency paths.

Figure 3. The McKenna MOUT training site at Fort Benning, Georgia, USA. (a) 3D Representation of the site (the image was provided by Reference [22]), (b) The input roadmap used for the experiments. Small buildings and obstacles were not included in the footprint of the test environment.

Table 1 shows the corresponding statistics. As can be seen, the random paths keep a safe amount of clearance (average, maximum, and minimum) clearance of the paths produced by the two methods.

a given query. Figure 4(b) shows 100 paths generated by our technique given a start and goal position, whereas the fixed path created by the CMM is displayed in Figure 4(a). We compared the length as well as the
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Figure 4. Using Perlin noise to create slightly different paths. (a) Fixed path returned by the CMM, (b) 100 random paths generated using the noise function.

<table>
<thead>
<tr>
<th></th>
<th>Fixed path</th>
<th>Random path</th>
</tr>
</thead>
<tbody>
<tr>
<td>Min clearance</td>
<td>3.25</td>
<td>2.87</td>
</tr>
<tr>
<td>Avg clearance</td>
<td>6.21</td>
<td>5.94</td>
</tr>
<tr>
<td>Max clearance</td>
<td>10.81</td>
<td>10.01</td>
</tr>
<tr>
<td>Path length</td>
<td>144.08</td>
<td>145.22</td>
</tr>
</tbody>
</table>

Table 1. Comparison between fixed paths and random paths

from the edges of the corridor and have almost the same average clearance as the fixed path. In addition, no significant difference in the length of the paths is observed. As other queries also led to similar results, we can conclude that our proposed method can successfully generate smooth paths that are very similar but still different from the ones returned by the CMM.

Performance. Apart from the quality of the generated paths, we are also interested in the performance of our proposed approach. The paths must be computed in real-time so that the method can be applicable to interactive applications like computer games.

In Reference [3], Geraerts and Overmars have already shown that the CMM produces high-quality paths in real-time. As in our implementation we only extend the force function of the original CMM, we expect that the running times would not be increased much.

To test the performance, 100 paths from random start and goal positions were generated. We measured the average time required to retrieve a path, as well as the average time that the character needs to traverse it. Consistent with the results presented in Reference [3], it took less than a half millisecond CPU time to calculate a second of movement for a character, which implies a CPU load less than 0.05% per character. This clearly demonstrates that our Perlin noise implementation does not add any significant overhead to the CPU usage and it is very efficient in producing random smooth paths in real-time.

Alternative Paths Using Fixed Bias

As individuals can have a preference for certain paths over others, a second approach is proposed to generate different preferred paths that a character can follow inside the corridor. Similar to the previous approach, the force function is extended to bias the character’s motion. Two different implementations are presented and evaluated.

Lane Formation

Our goal is to generate smooth paths that lie either to the left or to the right of the backbone path. This leads to the formation of different lanes inside the corridor that the character can follow in order to reach its goal position.

One could achieve this by creating a sub-corridor inside the original corridor. However, a much simpler approach is to update the force that guides the character through the corridor. An additional advantage of our method is that the characters would still be able to use the other side of the corridor, if constraints (like avoiding other entities) would enforce this.

Forces and Time Integration. In every time step, a force perpendicular to the main attractive force is exerted...
in order to change the steering direction of the character. Let \( d \) be the Euclidean distance between the character’s position \( x \) and the attraction point \( a(x) \), \( R[|] \) be the radius of the circle that corresponds to \( a(x) \) and \( r \) be the radius of the character. Let also \( \theta \) denote the angle of rotation about the current attractive force, \( R(\theta) \) represent the 2D rotation matrix and \( k : 0 \leq k < 1 \) be a constant. Then the force can be defined as

\[
\vec{F}_{\text{perp}} = c_{\text{perp}} R(\theta) \frac{\vec{a}(x) - \vec{x}}{\|\vec{a}(x) - \vec{x}\|}, \quad \text{where} \quad c_{\text{perp}} = k \frac{R[|] - 2r}{d}
\]

In contrast to our previous approach, in the current implementation the angle \( \theta \) can only take two values: \( \theta \in \{-\pi/2, +\pi/2\} \). A positive angle of rotation steers the character to the left of the attraction point, whereas a negative \( \theta \) to the right. Therefore, by keeping the angle fixed, a new (alternative) path will be generated either to the left or to the right of the backbone path.

The scalar \( c_{\text{perp}} \) controls the relative strength of the force. The closer the character is to the attraction point (i.e., the smaller the distance \( d \)), the stronger the force will be. In addition, the constant \( k \) is used to specify how close to the boundary of the corridor the character moves.

It must be pointed out that since the attraction point is selected as the furthest advanced point on the backbone path, it always lies in front of the character, and therefore, \( d > 0 \). The distance becomes zero when the character reaches its goal position.

We refer the reader to Figure 5 for a graphical representation of the described technique. Different right/left paths are returned when varying the value of the constant \( k \).

Our Perlin noise implementation can also be used to create slightly different lanes in response to a given query. Depending on whether we want to follow a right or a left path, the angle \( \theta \) will lie within the range of \([\pi/2, 0]\) or \([\pi/2, 0]\), respectively. The noise function ensures that the character will stay on one side of the corridor, performing at the same time smooth random movements.

### Path Following

In this second method our goal is to generate paths that either take tight or wide corners. To achieve this in every time step we dynamically compute the direction to which the backbone path is headed. The estimated direction is then used to bias the character’s motion. As a result, if the path turns to the right or left, rather than waiting until the very last moment, the character will start the turn in advance. This leads to a more natural and visually interesting movement. The character looks intelligent, in the sense that it anticipates the direction of the path it has to follow and takes a more direct path, minimizing the time needed to reach its goal position.

**Direction Estimation and Time Integration.** Let \( a(x) \) be the attraction point that corresponds to point \( B[|] \) on the backbone path, where \( t : t \in [0, 1] \) is the time index. Then, in every time step a point that lies ahead of the current attraction point is selected. The point \( B'[|] \) is defined as the maximum point on the backbone path that remains inside the circle, centered at the attraction point and having as radius its clearance \( R[|] \) i.e.,

\[
B'[|] = \max \left\{ \bigcup_{t \in [0,1]} B[|] \mid \text{dist}(B[|], B[t]) \leq R[|] \right\}
\]

Having extracted the maximum valid \( B'[|] \) point, the resulting force that has to be added to the attractive force equals to

\[
\vec{F}_{\text{dir}} = c_{\text{dir}} R(\theta) \frac{\vec{a}(x) - \vec{x}}{\|\vec{a}(x) - \vec{x}\|}
\]

where \( c_{\text{dir}} \) specifies the relative strength of the force, \( R(\theta) \) represents the 2D rotation matrix, and \( \theta \) is the angle between the current attractive vector \( \vec{a}(x) - \vec{x} \) and the estimated direction of the backbone path \( \vec{B}'[|] - \vec{B}[|] \).

Similar to the previous approaches, the direction of the additional force (i.e., the angle \( \theta \)) can be controlled by a Perlin noise function, leading to the generation of different shorter paths. The closer this direction is to the direction of the backbone path, the more tightly the character will turn the corners.

The final force \( \vec{F} = \vec{F}_{\text{att}} + \vec{F}_{\text{dir}} \) drives the character toward its goal position and at the same time ensures...
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Results

We implemented the two techniques described in this section. Once again the McKenna environment was used to test the performance of the two methods and the quality of the generated paths.

Resulting Paths. In the first part of the experiments, we defined 100 random queries and compared the clearance and the length of the paths produced by our two proposed techniques, as well as by the original CMM. Table 2 shows the corresponding statistics for our example query depicted in Figure 4(a).

By applying a left and a right perpendicular bias \( k = 0.5 \) a three-lane corridor was obtained. As both the left and right paths are closer to the boundary of the corridor, they have less (minimum, maximum, and average) clearance than the fixed path. However, as it can be inferred by the Table 2, no significant difference in the length of the paths is observed.

In the “Path Following” method the character predicts the direction of the path it has to follow and starts turning in advance. Thus, a more natural looking movement is generated. As it is expected this path is the shortest one.

The results were similar for the other queries. Therefore, we can conclude that the two techniques can successfully generate alternative routes that are aesthetically pleasant to the observer. The first method forms different lanes that a character can follow inside the extracted corridor, whereas the second method leads to a smooth and shorter path by creating shortcuts through the turns of the backbone path.

Performance. In the second part of our experiments we tested the performance of the two presented techniques. Consistent with the results of our first approach, it took less than a half millisecond per second traversed time to compute a path, either using the “right/left bias” method or the “path following” method. As a result, both implementations are efficient in planning alternative paths inside a corridor.

Variation of Speed

The approaches described above can be easily implemented to obtain variation in the paths that a character can follow. This leads to more realistic motions of characters. Another important but often overlooked factor that contributes to the realism of virtual environment applications is the speed of the animated character. A character moving at an unnatural speed would immediately break our suspension of disbelief. Therefore, in this section, we report some known facts about human speed and describe how to integrate them in our approach.

According to the U.S. Manual of Uniform Traffic Control Devices (MUTCD) the normal walking speed is 1.2 meters/second,\(^{17}\) while the Manual of Uniform Traffic Control Devices for Canada (MUTCDC) indicates that the normal speed can vary from 1.1 to 1.4 meters/second.\(^ {18}\) These facts can be easily incorporated into the CMM in order to obtain a more believable path planning approach.

<table>
<thead>
<tr>
<th></th>
<th>Fixed path</th>
<th>Right path</th>
<th>Left path</th>
<th>Direct path</th>
</tr>
</thead>
<tbody>
<tr>
<td>Min clearance</td>
<td>3.25</td>
<td>1.36</td>
<td>1.68</td>
<td>1.31</td>
</tr>
<tr>
<td>Avg clearance</td>
<td>6.22</td>
<td>3.94</td>
<td>4.48</td>
<td>4.89</td>
</tr>
<tr>
<td>Max clearance</td>
<td>10.81</td>
<td>8.05</td>
<td>8.58</td>
<td>8.99</td>
</tr>
<tr>
<td>Path length</td>
<td>144.08</td>
<td>145.56</td>
<td>147.71</td>
<td>131.69</td>
</tr>
</tbody>
</table>

Table 2. Clearance and length statistics for the fixed path and the alternative paths
In every time step of the numerical integration the velocity of the character can be constrained to a maximum value that lies within the range of 1.1 and 1.4. Although, this modification will lead to a more natural motion, it is unrealistic to assume that the character will move at exactly the same speed toward its goal.

In particular, various factors can influence the walking speed such as the terrain, the weather conditions, and the number of pedestrians. Fritz and Carver mention that winter conditions can remarkably change the speed, whereas a strong headwind can more than halve the velocity of the walker.19 The morphology, as well as the steepness of the terrain has also a significant effect on the speed. For example, a standard walking pace is unlikely to be achieved on a densely vegetated terrain, a rocky field or an ascent. Furthermore, the presence of many people in an area can also make walking difficult and lead to a decrease in the walker’s speed.

An obvious way to simulate these behaviors is to add an extra force (drag force) to the final force that steers the character. The drag force is directly related to the speed of the character and is headed in the opposite direction of the character’s motion i.e., \( F_{\text{drag}} = -k \times \vec{V}_{t-1} \), where \( k > 0 \) controls the strength of the force and \( \vec{V}_{t-1} \) is the velocity of the character at the previous time step.

Emotion can also significantly affect the speed of an individual. Over the past years the relationship between walking and emotion has received a vast amount of attention. In particular, qualitative measures for emotion-related gait characteristics have been devised in Reference [20]. For instance, “heavy-footedness” can indicate an angry gait, whereas a sad gait can be distinguished by a small amount of arm swing.

Furthermore, a number of researchers from the area of psychology and biomechanics have recently managed to quantitatively describe the effects of emotion on gait.21 Their results indicate that the walking speed of an individual slows significantly with sadness. On the other hand, for emotions with high levels of arousal (i.e., anger, joy) the velocity is faster than the normal walking speed.

These findings are summarized in Table 3. The velocities presented in the table can be used to modify the speed of a virtual character and make it consistent with its emotion and/or state. This ensures that a more natural motion will be generated for each animated character.

### Conclusions

In this paper, we extended the CMM in order to generate a more realistic path planning approach. In particular, we studied how alternative paths can be created within a corridor. Two different approaches were proposed. The first uses a Perlin noise function to generate slightly different paths in response to a given query. In the second approach, a bias toward a fixed direction influences the movements of the character. The bias can be directed either to the left or to the right of the backbone path, which leads to lane formation, or it can follow the direction of the backbone path resulting in a shorter and more natural looking motion.

Experiments showed that our techniques can compute in real-time alternative paths for a character that are aesthetically pleasant to the observer. Due to the nature of the CMM (the paths are computed using social forces) our framework is also suited for planning alternative paths of a large number of moving characters. In addition, it can be easily extended to take into account static and dynamic obstacles. Repulsive forces must be added so that each character can avoid collision with the other entities and/or obstacles as described in Reference [3].

Besides planning smooth and convincing paths, virtual characters should also move in a naturally looking manner. A natural motion enhances the realism of the virtual environment and results in an interesting game play and/or better training transfer. Therefore, in the last section of this paper, we discussed how variation in the speed of the animated characters can be incorporated into the CMM, leading to characters that exhibit human like behavior.

Inspired by our current research, we believe that our extended CMM framework has a lot of potential and can form the basis for further research. We are
currently investigating ways to integrate it with existing agent-based models, aiming to obtain realistic crowd motions. Preliminary results look very promising. We are also planning to exploit motion capture data in order to validate our presented models, as well as propose new ones. Last but not least, we are researching quantitative quality measures that will allow the users to evaluate how well the proposed solutions can capture real-life behavior and influence their sense of immersion.
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